**Лабораторная работа.**

**Разработка пользовательских функций, хранимых процедур, триггеров, курсоров, инструкций управления транзакциями.**

**1. Цель работы:** изучение возможностей основных программных модулей (функций, хранимых процедур) СУБД MS SQL Server и управления процессами изменения данных.

**2.** **Краткие теоретические сведения.**

**2.1. Переменные и управляющие конструкции**

**Переменные в T-SQL**

Переменная представляет именованный объект, который хранит некоторое значение. Для определения переменных применяется выражение DECLARE, после которого указывается название и тип переменной. При этом название локальной переменной должно начинаться с символа @:

|  |
| --- |
| DECLARE @название\_переменной тип\_данных |

Например, определим переменную name, которая будет иметь тип NVARCHAR:

|  |
| --- |
| DECLARE @name NVARCHAR(20) |

Также можно определить через запятую сразу несколько переменных:

|  |
| --- |
| DECLARE @name NVARCHAR(20), @age INT |

С помощью выражения SET можно присвоить переменной некоторое значение:

|  |
| --- |
| DECLARE @name NVARCHAR(20), @age INT;  SET @name='Tom';  SET @age = 18; |

Так как @name предоставляет тип NVARCHAR, то есть строку, то этой переменной соответственно и присваивается строка. А переменной @age присваивается число, так как она представляет тип INT.

Выражение PRINT возвращает сообщение клиенту. Например:

|  |
| --- |
| PRINT 'Hello World' |

И с его помощью мы можем вывести значение переменной:

|  |
| --- |
| DECLARE @name NVARCHAR(20), @age INT;  SET @name='Tom';  SET @age = 18;  PRINT 'Name: ' + @name;  PRINT 'Age: ' + CONVERT(CHAR, @age); |

При выполнении скрипта внизу SQL Server Management Studio отобразится значение переменных:
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Также можно использовать для получения значения команду SELECT:

|  |
| --- |
| DECLARE @name NVARCHAR(20), @age INT;  SET @name='Tom';  SET @age = 18;  SELECT @name, @age; |
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**Переменные в запросах**

Через переменные мы можем передавать данные в запросы. И также мы можем получать данные, которые являются результатом запросов, в переменные. Например, при выборке из таблиц с помощью команды SELECT мы можем извлекать данные в переменную с помощью следующего синтаксиса:

|  |
| --- |
| SELECT @переменная\_1 = спецификация\_столбца\_1,          @переменная\_2 = спецификация\_столбца\_2,          ......................................          @переменная\_N = спецификация\_столбца\_N |

Кроме того, в выражении SET значение, присваиваемое переменной, также может быть результатом команды SELECT.

Например, пусть у нас будут следующие таблицы:

|  |
| --- |
| CREATE TABLE Products  (      Id INT IDENTITY PRIMARY KEY,      ProductName NVARCHAR(30) NOT NULL,      Manufacturer NVARCHAR(20) NOT NULL,      ProductCount INT DEFAULT 0,      Price MONEY NOT NULL  );  CREATE TABLE Customers  (      Id INT IDENTITY PRIMARY KEY,      FirstName NVARCHAR(30) NOT NULL  );  CREATE TABLE Orders  (      Id INT IDENTITY PRIMARY KEY,      ProductId INT NOT NULL REFERENCES Products(Id) ON DELETE CASCADE,      CustomerId INT NOT NULL REFERENCES Customers(Id) ON DELETE CASCADE,      CreatedAt DATE NOT NULL,      ProductCount INT DEFAULT 1,      Price MONEY NOT NULL  ); |

Используем переменные при извлечении данных:

|  |
| --- |
| DECLARE @maxPrice MONEY,      @minPrice MONEY,      @dif MONEY,      @count INT    SET @count = (SELECT SUM(ProductCount) FROM Orders);    SELECT @minPrice=MIN(Price), @maxPrice = MAX(Price) FROM Products    SET @dif = @maxPrice - @minPrice;    PRINT 'Всего продано: ' + STR(@count, 5) + ' товарa(ов)';  PRINT 'Разница между максимальной и минимальной ценой: ' + STR(@dif) |

В данном случае переменная @count будет содержать сумму всех значений из столбца ProductCount таблицы Orders, то есть общее количество проданных товаров.

Переменные @min и @max хранят соответственно минимальное и максимальное значения столбца Price из таблицы Products, а переменная @dif - разницу между этими значениями. И подобно простым значениям, переменные также могут участвовать в операциях.
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Другой пример:

|  |
| --- |
| DECLARE @sum MONEY, @id INT, @prodid INT, @name NVARCHAR(20);  SET @id=2;    SELECT @sum = SUM(Orders.Price\*Orders.ProductCount),       @name=Products.ProductName, @prodid = Products.Id  FROM Orders  INNER JOIN Products ON ProductId = Products.Id  GROUP BY Products.ProductName, Products.Id  HAVING Products.Id=@id    PRINT 'Товар ' + @name + ' продан на сумму ' + STR(@sum) |

Здесь извлекаемые данные из двух таблиц Products и Orders группируются по столбцам Id и ProductName из таблицы Products. Затем данные фильтруются по столбцу Id из Products. А извлеченные данные попадают в переменные @sum, @name, @prodid.
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## Циклы

Для выполнения повторяющихся операций в T-SQL применяются циклы. В частности, в T-SQL есть цикл WHILE. Этот цикл выполняет определенные действия, пока некоторое условие истинно.

|  |
| --- |
| WHILE условие      {инструкция|BEGIN...END} |

Если в блоке WHILE необходимо разместить несколько инструкций, то все они помещаются в блок BEGIN...END.

Например, вычислим факториал числа:

|  |
| --- |
| DECLARE @number INT, @factorial INT  SET @factorial = 1;  SET @number = 5;    WHILE @number > 0      BEGIN          SET @factorial = @factorial \* @number          SET @number = @number - 1      END;    PRINT @factorial |

То есть в данном случае пока переменная @number не будет равна 0, будет продолжаться цикл WHILE. Так как @number равна 5, то цикл сделает пять проходов. Каждый проход цикла называется итерацией. В каждой итерации будет переустанавливаться значение переменных @factorial и @number.

![Факториал в T-SQL](data:image/png;base64,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)

Другой пример - рассчитаем баланс счета через несколько лет с учетом процентной ставки:

|  |
| --- |
| USE productsdb;    CREATE TABLE #Accounts ( CreatedAt DATE, Balance MONEY)    DECLARE @rate FLOAT, @period INT, @sum MONEY, @date DATE  SET @date = GETDATE()  SET @rate = 0.065;  SET @period = 5;  SET @sum = 10000;    WHILE @period > 0      BEGIN          INSERT INTO #Accounts VALUES(@date, @sum)          SET @period = @period - 1          SET @date = DATEADD(year, 1, @date)          SET @sum = @sum + @sum \* @rate      END;    SELECT \* FROM #Accounts |

Здесь создается временная таблица #Accounts, в которую добавляется в цикле пять строк с данными.
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### Операторы BREAK и CONTINUE

Оператор BREAK позволяет завершить цикл, а оператор CONTINUE - перейти к новой итерации.

|  |
| --- |
| DECLARE @number INT  SET @number = 1    WHILE @number < 10      BEGIN          PRINT CONVERT(NVARCHAR, @number)          SET @number = @number + 1          IF @number = 7              BREAK;          IF @number = 4              CONTINUE;          PRINT 'Конец итерации'      END; |

Когда переменная @number станет равна 4, то с помощью оператора CONTINUE произойдет переход к новой итерации, поэтому последующая строка PRINT 'Конец итерации' не будет выполняться, хотя цикл продолжится.

Когда переменная @number станет равна 7, то оператор BREAK произведет выход из цикла, и он завершится.

![BREAK и CONTINUE в T-SQL и MS SQL Server](data:image/png;base64,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)

**2.2. Функции пользователя**

При реализации на языке SQL сложных алгоритмов, которые могут потребоваться более одного раза, сразу встает вопрос о сохранении разработанного кода для дальнейшего применения. Эту задачу можно было бы реализовать с помощью хранимых процедур, однако их архитектура не позволяет использовать процедуры непосредственно в выражениях, т.к. они требуют промежуточного присвоения возвращенного значения переменной, которая затем и указывается в выражении. Естественно, подобный метод применения программного кода не слишком удобен. Многие разработчики уже давно хотели иметь возможность вызова разработанных алгоритмов непосредственно в выражениях.

**Функции пользователя** представляют собой самостоятельные объекты базы данных, такие, например, как хранимые процедуры или триггеры. Функция пользователя располагается в определенной базе данных и доступна только в ее контексте.

В SQL Server имеются следующие классы функций пользователя:

* **Scalar** – функции возвращают обычное скалярное значение, каждая может включать множество команд, объединяемых в один блок с помощью конструкции BEGIN...END;
* **Inline** – функции содержат всего одну команду SELECT и возвращают пользователю набор данных в виде значения типа данных TABLE;
* **Multi-statement** – функции также возвращают пользователю значение типа данных TABLE, содержащее набор данных, однако в теле функции находится множество команд SQL (INSERT, UPDATE и т.д.). Именно с их помощью и формируется набор данных, который должен быть возвращен после выполнения функции.

Пользовательские функции сходны с хранимыми процедурами, но, в отличие от них, могут применяться в запросах так же, как и системные встроенные функции. Пользовательские функции, возвращающие таблицы, могут стать альтернативой представлениям. Представления ограничены одним выражением SELECT, а пользовательские функции способны включать дополнительные выражения, что позволяет создавать более сложные и мощные конструкции.

**Функции Scalar**

Создание и изменение функции данного типа выполняется с помощью команды:

<определение\_скаляр\_функции>::=

{CREATE | ALTER } **FUNCTION** [владелец.]

имя\_функции

( [ { @имя\_параметра скаляр\_тип\_данных

[=default]}[,...n]])

**RETURNS** скаляр\_тип\_данных

[WITH {ENCRYPTION | SCHEMABINDING}

[,...n] ]

[AS]

**BEGIN**

<тело\_функции>

**RETURN** скаляр\_выражение

**END**

Рассмотрим назначение параметров команды.

Функция может содержать один или несколько входных параметров либо не содержать ни одного. Каждый параметр должен иметь уникальное в пределах создаваемой функции имя и начинаться с символа "@". После имени указывается тип данных параметра. Дополнительно можно указать значение, которое будет автоматически присваиваться параметру (DEFAULT), если пользователь явно не указал значение соответствующего параметра при вызове функции.

С помощью конструкции RETURNS скаляр\_тип\_данных указывается, какой тип данных будет иметь возвращаемое функцией значение.

Дополнительные параметры, с которыми должна быть создана функция, могут быть указаны посредством ключевого слова WITH. Благодаря ключевому слову ENCRYPTION код команды, используемый для создания функции, будет зашифрован, и никто не сможет просмотреть его. Эта возможность позволяет скрыть логику работы функции. Кроме того, в теле функции может выполняться обращение к различным объектам базы данных, а потому изменение или удаление соответствующих объектов может привести к нарушению работы функции. Чтобы избежать этого, требуется запретить внесение изменений, указав при создании этой функции ключевое слово SCHEMABINDING.

Между ключевыми словами BEGIN...END указывается набор команд, они и будут являться телом функции.

Когда в ходе выполнения кода функции встречается ключевое слово RETURN, выполнение функции завершается и как результат ее вычисления возвращается значение, указанное непосредственно после слова RETURN. Отметим, что в теле функции разрешается использование множества команд RETURN, которые могут возвращать различные значения. В качестве возвращаемого значения допускаются как обычные константы, так и сложные выражения. Единственное условие – тип данных возвращаемого значения должен совпадать с типом данных, указанным после ключевого слова RETURNS.

**Пример**. Создать и применить функцию скалярного типа для вычисления суммарного количества товара, поступившего за определенную дату. Владелец функции – пользователь с именем user1.

CREATE FUNCTION

user1.sales(@data DATETIME)

RETURNS INT

AS

BEGIN

DECLARE @c INT

SET @c=(SELECT SUM(количество)

FROM Сделка

WHERE дата=@data)

RETURN (@c)

END

В качестве входного параметра используется дата. Функция возвращает значение целого типа, полученное из оператора SELECT путем суммирования количества товара из таблицы Сделка. Условием отбора записей для суммирования является равенство даты сделки значению входного параметра функции.

Проиллюстрируем обращение к функции пользователя: определим количество товара, поступившего за 02.11.01:

DECLARE @kol INT

SET @kol=user1.sales ('02.11.01')

SELECT @kol

**Функции Inline**

Создание и изменение функции этого типа выполняется с помощью команды:

<определение\_табл\_функции>::=

{CREATE | ALTER } **FUNCTION** [владелец.]

**имя\_функции**

( [ { @имя\_параметра скаляр\_тип\_данных

[=default]}[,...n]])

**RETURNS TABLE**

[ WITH {ENCRYPTION | SCHEMABINDING}

[,...n] ]

[AS]

**RETURN** [(] SELECT\_оператор [)]

Основная часть параметров, используемых при создании табличных функций, аналогична параметрам скалярной функции. Тем не менее, создание табличных функций имеет свою специфику.

После ключевого слова RETURNS всегда должно указываться ключевое слово TABLE. Таким образом, функция данного типа должна строго возвращать значение типа данных TABLE. Структура возвращаемого значения типа TABLE не указывается явно при описании собственно типа данных. Вместо этого сервер будет автоматически использовать для возвращаемого значения TABLE структуру, возвращаемую запросом SELECT, который является единственной командой функции.

Особенность функции данного типа заключается в том, что структура значения TABLE создается автоматически в ходе выполнения запроса, а не указывается явно при определении типа после ключевого слова RETURNS.

Возвращаемое функцией значение типа TABLE может быть использовано непосредственно в запросе, т.е. в разделе FROM.

**Пример**. Создать и применить функцию табличного типа для определения двух наименований товара с наибольшим остатком.

CREATE FUNCTION user1.itog()

RETURNS TABLE

AS

RETURN (SELECT TOP 2 Товар.Название

FROM Товар INNER JOIN Склад

ON Товар.КодТовара=Склад.КодТовара

ORDER BY Склад.Остаток DESC)

Использовать функцию для получения двух наименований товара с наибольшим остатком можно следующим образом:

SELECT Название

FROM user1.itog()

**Функции Multi-statement**

Создание и изменение функций типа Multi-statement выполняется с помощью следующей команды:

<определение\_мульти\_функции>::=

{CREATE | ALTER }**FUNCTION** [владелец.]

**имя\_функции**

( [ { @имя\_параметра скаляр\_тип\_данных

[=default]}[,...n]])

**RETURNS @имя\_параметра TABLE**

**<определение\_таблицы>**

[WITH {ENCRYPTION | SCHEMABINDING}

[,...n] ]

[AS]

**BEGIN**

<тело\_функции>

**RETURN**

**END**

Использование большей части параметров рассматривалось при описании предыдущих функций.

Отметим, что функции данного типа, как и табличные, возвращают значение типа TABLE. Однако, в отличие от табличных функций, при создании функций Multi-statement необходимо явно задать структуру возвращаемого значения. Она указывается непосредственно после ключевого слова TABLE и, таким образом, является частью определения возвращаемого типа данных. Синтаксис конструкции <определение\_таблицы> полностью соответствует одноименным структурам, используемым при создании обычных таблиц с помощью команды CREATE TABLE.

Набор возвращаемых данных должен формироваться с помощью команд INSERT, выполняемых в теле функции. Кроме того, в теле функции допускается использование различных конструкций языка SQL, которые могут контролировать значения, размещаемые в выходном наборе строк. При работе с командой INSERT требуется явно указать имя того объекта, куда необходимо вставить строки. Поэтому в функциях типа Multi-statement, в отличие от табличных, необходимо присвоить какое-то имя объекту с типом данных TABLE – оно и указывается как возвращаемое значение.

Завершение работы функции происходит в двух случаях: если возникают ошибки выполнения и если появляется ключевое слово RETURN. В отличие от функций скалярного типа, при использовании команды RETURN не нужно указывать возвращаемое значение. Сервер автоматически возвратит набор данных типа TABLE, имя и структура которого была указана после ключевого слова RETURNS. В теле функции может быть указано более одной команды RETURN.

Необходимо отметить, что работа функции завершается только при наличии команды RETURN. Это утверждение верно и в том случае, когда речь идет о достижении конца тела функции – самой последней командой должна быть команда RETURN.

**Пример**. Создать и применить функцию (типа multi-statement), которая для некоторого сотрудника выводит список всех его подчиненных (подчиненных как непосредственно ему, так и опосредствованно через других сотрудников).

Список сотрудников с указанием каждого руководителя представлен в таблице emp\_mgr со следующей структурой:

CREATE TABLE emp\_mgr

(emp CHAR(2) PRIMARY KEY,-- сотрудник

mgr CHAR(2)) -- руководитель

Пример данных в таблице emp\_mgr показан ниже. Для упрощения иллюстрации имена сотрудников и их начальников представлены буквами латинского алфавита. У директора организации начальника нет ( NULL ).

emp mgr

---------

a NULL

b a

c a

d a

e f

f b

g b

i c

k d

CREATE FUNCTION fn\_findReports(@id\_emp CHAR(2))

RETURNS @report TABLE(empid CHAR(2)PRIMARY KEY, mgrid CHAR(2))

AS

BEGIN

DECLARE @r INT

DECLARE @t TABLE(empid CHAR(2)PRIMARY KEY, mgrid CHAR(2), pr INT DEFAULT 0)

INSERT @t SELECT emp,mgr,0

FROM emp\_mgr

WHERE emp=@id\_emp

SET @r=@@ROWCOUNT

WHILE @r>0

BEGIN

UPDATE @t SET pr=1 WHERE pr=0

INSERT @t SELECT e.emp, e.mgr,0

FROM emp\_mgr e, @t t

WHERE e.mgr=t.empid

AND t.pr=1

SET @r=@@ROWCOUNT

UPDATE @t SET pr=2 WHERE pr=1

END

INSERT @report SELECT empid, mgrid

FROM @t

RETURN

END

Применим созданную функцию для определения списка подчиненных сотрудника ‘b’:

SELECT \* FROM fn\_findReports('b')

Оператор возвращает следующие значения:

emp mgr

-----------

b a

e f

f b

g b

Список подчиненных сотрудника ‘a’ создается с помощью оператора

SELECT \* FROM fn\_findReports('a')

emp mgr

---------

a NULL

b a

c a

d a

e f

f b

g b

i c

k d

Другой оператор формирует список подчиненных сотрудника ‘e’:

SELECT \* FROM fn\_findReports('e')

emp mgr

--------

e f

Список подчиненных сотрудника ‘c’ создает следующий оператор:

SELECT \* FROM fn\_findReports('c')

emp mgr

--------

c a

i c

Удаление любой функции осуществляется командой:

DROP FUNCTION {[ владелец.] имя\_функции }

[,...n]

**2.3. Хранимые процедуры**

**Хранимые процедуры** представляют собой группы связанных между собой операторов SQL, применение которых делает работу программиста более легкой и гибкой, поскольку выполнить хранимую процедуру часто оказывается гораздо проще, чем последовательность отдельных операторов SQL. Хранимые процедуры представляют собой набор команд, состоящий из одного или нескольких операторов SQL или функций и сохраняемый в базе данных в откомпилированном виде. Выполнение в базе данных хранимых процедур вместо отдельных операторов SQL дает пользователю следующие преимущества:

* необходимые операторы уже содержатся в базе данных;
* все они прошли этап синтаксического анализа и находятся в исполняемом формате; перед выполнением хранимой процедуры SQL Server генерирует для нее план исполнения, выполняет ее оптимизацию и компиляцию;
* хранимые процедуры поддерживают модульное программирование, так как позволяют разбивать большие задачи на самостоятельные, более мелкие и удобные в управлении части;
* хранимые процедуры могут вызывать другие хранимые процедуры и функции;
* хранимые процедуры могут быть вызваны из прикладных программ других типов;
* как правило, хранимые процедуры выполняются быстрее, чем последовательность отдельных операторов;
* хранимые процедуры проще использовать: они могут состоять из десятков и сотен команд, но для их запуска достаточно указать всего лишь имя нужной хранимой процедуры. Это позволяет уменьшить размер запроса, посылаемого от клиента на сервер, а значит, и нагрузку на сеть.

**Типы хранимых процедур**

* **Системные хранимые процедуры** предназначены для выполнения различных административных действий. Практически все действия по администрированию сервера выполняются с их помощью. Можно сказать, что системные хранимые процедуры являются интерфейсом, обеспечивающим работу с системными таблицами, которая, в конечном счете, сводится к изменению, добавлению, удалению и выборке данных из системных таблиц как пользовательских, так и системных баз данных. Системные хранимые процедуры имеют префикс sp\_, хранятся в системной базе данных и могут быть вызваны в контексте любой другой базы данных.
* **Пользовательские хранимые процедуры** реализуют те или иные действия. Хранимые процедуры – полноценный объект базы данных. Вследствие этого каждая хранимая процедура располагается в конкретной базе данных, где и выполняется.
* **Временные хранимые процедуры** существуют лишь некоторое время, после чего автоматически уничтожаются сервером. Они делятся на локальные и глобальные.

**Локальные временные хранимые процедуры** могут быть вызваны только из того соединения, в котором созданы. При создании такой процедуры ей необходимо дать имя, начинающееся с одного символа #. Как и все временные объекты, хранимые процедуры этого типа автоматически удаляются при отключении пользователя, перезапуске или остановке сервера.

**Глобальные временные хранимые процедуры** доступны для любых соединений сервера, на котором имеется такая же процедура. Для ее определения достаточно дать ей имя, начинающееся с символов ##. Удаляются эти процедуры при перезапуске или остановке сервера, а также при закрытии соединения, в контексте которого они были созданы.

**Создание, изменение и удаление хранимых процедур**

Создание хранимой процедуры предполагает решение следующих задач:

* определение типа создаваемой хранимой процедуры: временная или пользовательская. Кроме этого, можно создать свою собственную системную хранимую процедуру, назначив ей имя с префиксом sp\_ и поместив ее в системную базу данных. Такая процедура будет доступна в контексте любой базы данных локального сервера;
* планирование прав доступа. При создании хранимой процедуры следует учитывать, что она будет иметь те же права доступа к объектам базы данных, что и создавший ее пользователь;
* определение параметров хранимой процедуры. Подобно процедурам, входящим в состав большинства языков программирования, хранимые процедуры могут обладать входными и выходными параметрами ;
* разработка кода хранимой процедуры. Код процедуры может содержать последовательность любых команд SQL, включая вызов других хранимых процедур.

Создание новой и изменение имеющейся хранимой процедуры осуществляется с помощью следующей команды:

<определение\_процедуры>::=

{CREATE | ALTER } [PROCEDURE] имя\_процедуры

[;номер]

[{@имя\_параметра тип\_данных } [VARYING ]

[=default][OUTPUT] ][,...n]

[WITH { RECOMPILE | ENCRYPTION | RECOMPILE,

ENCRYPTION }]

[FOR REPLICATION]

AS

sql\_оператор [...n]

Рассмотрим параметры данной команды.

Используя префиксы sp\_, #, ##, создаваемую процедуру можно определить в качестве системной или временной. Как видно из синтаксиса команды, не допускается указывать имя владельца, которому будет принадлежать создаваемая процедура, а также имя базы данных, где она должна быть размещена. Таким образом, чтобы разместить создаваемую хранимую процедуру в конкретной базе данных, необходимо выполнить команду CREATE PROCEDURE в контексте этой базы данных. При обращении из тела хранимой процедуры к объектам той же базы данных можно использовать укороченные имена, т. е. без указания имени базы данных. Когда же требуется обратиться к объектам, расположенным в других базах данных, указание имени базы данных обязательно.

Номер в имени – это идентификационный номер хранимой процедуры, однозначно определяющий ее в группе процедур. Для удобства управления процедурами логически однотипные хранимые процедуры можно группировать, присваивая им одинаковые имена, но разные идентификационные номера.

Для передачи входных и выходных данных в создаваемой хранимой процедуре могут использоваться параметры, имена которых, как и имена локальных переменных, должны начинаться с символа @. В одной хранимой процедуре можно задать множество параметров, разделенных запятыми. В теле процедуры не должны применяться локальные переменные, чьи имена совпадают с именами параметров этой процедуры.

Для определения типа данных, который будет иметь соответствующий параметр хранимой процедуры, годятся любые типы данных SQL, включая определенные пользователем. Однако тип данных CURSOR может быть использован только как выходной параметр хранимой процедуры, т.е. с указанием ключевого слова OUTPUT.

Наличие ключевого слова OUTPUT означает, что соответствующий параметр предназначен для возвращения данных из хранимой процедуры. Однако это вовсе не означает, что параметр не подходит для передачи значений в хранимую процедуру. Указание ключевого слова OUTPUT предписывает серверу при выходе из хранимой процедуры присвоить текущее значение параметра локальной переменной, которая была указана при вызове процедуры в качестве значения параметра. Отметим, что при указании ключевого слова OUTPUT значение соответствующего параметра при вызове процедуры может быть задано только с помощью локальной переменной. Не разрешается использование любых выражений или констант, допустимое для обычных параметров.

Ключевое слово VARYING применяется совместно с параметром OUTPUT, имеющим тип CURSOR. Оно определяет, что выходным параметром будет результирующее множество.

Ключевое слово DEFAULT представляет собой значение, которое будет принимать соответствующий параметр по умолчанию. Таким образом, при вызове процедуры можно не указывать явно значение соответствующего параметра.

Так как сервер кэширует план исполнения запроса и компилированный код, при последующем вызове процедуры будут использоваться уже готовые значения. Однако в некоторых случаях все же требуется выполнять перекомпиляцию кода процедуры. Указание ключевого слова RECOMPILE предписывает системе создавать план выполнения хранимой процедуры при каждом ее вызове.

Параметр FOR REPLICATION востребован при репликации данных и включении создаваемой хранимой процедуры в качестве статьи в публикацию.

Ключевое слово ENCRYPTION предписывает серверу выполнить шифрование кода хранимой процедуры, что может обеспечить защиту от использования авторских алгоритмов, реализующих работу хранимой процедуры.

Ключевое слово AS размещается в начале собственно тела хранимой процедуры, т. е. набора команд SQL, с помощью которых и будет реализовываться то или иное действие. В теле процедуры могут применяться практически все команды SQL, объявляться транзакции, устанавливаться блокировки и вызываться другие хранимые процедуры. Выход из хранимой процедуры можно осуществить посредством команды RETURN.

Удаление хранимой процедуры осуществляется командой:

DROP PROCEDURE {имя\_процедуры} [,...n]

**Выполнение хранимой процедуры**

Для выполнения хранимой процедуры используется команда:

[[ EXEC [ UTE] имя\_процедуры [;номер]

[[@имя\_параметра=]{значение | @имя\_переменной}

[OUTPUT ]|[DEFAULT ]][,...n]

Если вызов хранимой процедуры не является единственной командой в пакете, то присутствие команды EXECUTE обязательно. Более того, эта команда требуется для вызова процедуры из тела другой процедуры или триггера.

Использование ключевого слова OUTPUT при вызове процедуры разрешается только для параметров, которые были объявлены при создании процедуры с ключевым словом OUTPUT.

Когда же при вызове процедуры для параметра указывается ключевое слово DEFAULT, то будет использовано значение по умолчанию. Естественно, указанное слово DEFAULT разрешается только для тех параметров, для которых определено значение по умолчанию.

Из синтаксиса команды EXECUTE видно, что имена параметров могут быть опущены при вызове процедуры. Однако в этом случае пользователь должен указывать значения для параметров в том же порядке, в каком они перечислялись при создании процедуры. Присвоить параметру значение по умолчанию, просто пропустив его при перечислении нельзя. Если же требуется опустить параметры, для которых определено значение по умолчанию, достаточно явного указания имен параметров при вызове хранимой процедуры. Более того, таким способом можно перечислять параметры и их значения в произвольном порядке.

Отметим, что при вызове процедуры указываются либо имена параметров со значениями, либо только значения без имени параметра. Их комбинирование не допускается.

**Пример**. Процедура без параметров. Разработать процедуру для получения названий и стоимости товаров, приобретенных Ивановым.

CREATE PROC my\_proc1

AS

SELECT Товар.Название,

Товар.Цена\*Сделка.Количество

AS Стоимость, Клиент.Фамилия

FROM Клиент INNER JOIN

(Товар INNER JOIN Сделка

ON Товар.КодТовара=Сделка.КодТовара)

ON Клиент.КодКлиента=Сделка.КодКлиента

WHERE Клиент.Фамилия=’Иванов’

Для обращения к процедуре можно использовать команды:

EXEC my\_proc1 или my\_proc1

Процедура возвращает набор данных.

**Пример**. Процедура без параметров. Создать процедуру для уменьшения цены товара первого сорта на 10%.

CREATE PROC my\_proc2

AS

UPDATE Товар SET Цена=Цена\*0.9 WHERE Сорт=’первый’

Для обращения к процедуре можно использовать команды:

EXEC my\_proc2 или my\_proc2

Процедура не возвращает никаких данных.

**Пример**. Процедура с входным параметром. Создать процедуру для получения названий и стоимости товаров, которые приобрел заданный клиент.

CREATE PROC my\_proc3

@k VARCHAR(20)

AS

SELECT Товар.Название, Товар.Цена\*Сделка.Количество AS Стоимость, Клиент.Фамилия

FROM Клиент INNER JOIN

(Товар INNER JOIN Сделка

ON Товар.КодТовара=Сделка.КодТовара)

ON Клиент.КодКлиента=Сделка.КодКлиента

WHERE Клиент.Фамилия=@k

Для обращения к процедуре можно использовать команды:

EXEC my\_proc3 'Иванов' или

my\_proc3 @k='Иванов'

**Пример**. Процедура с входными параметрами. Создать процедуру для уменьшения цены товара заданного типа в соответствии с указанным %.

CREATE PROC my\_proc4

@t VARCHAR(20), @p FLOAT

AS

UPDATE Товар SET Цена=Цена\*(1-@p)

WHERE Тип=@t

Для обращения к процедуре можно использовать команды:

EXEC my\_proc4 'Вафли',0.05 или

EXEC my\_proc4 @t='Вафли', @p=0.05

**Пример**. Процедура с входными параметрами и значениями по умолчанию. Создать процедуру для уменьшения цены товара заданного типа в соответствии с указанным %.

CREATE PROC my\_proc5

@t VARCHAR(20)=’Конфеты',

@p FLOAT=0.1

AS

UPDATE Товар SET Цена=Цена\*(1-@p)

WHERE Тип=@t

Для обращения к процедуре можно использовать команды:

EXEC my\_proc5 'Вафли',0.05 или

EXEC my\_proc5 @t='Вафли', @p=0.05 или

EXEC my\_proc5 @p=0.05

В этом случае уменьшается цена конфет (значение типа не указано при вызове процедуры и берется по умолчанию).

EXEC my\_proc5

В последнем случае оба параметра (и тип, и проценты) не указаны при вызове процедуры, их значения берутся по умолчанию.

**Пример**. Процедура с входными и выходными параметрами. Создать процедуру для определения общей стоимости товаров, проданных за конкретный месяц.

CREATE PROC my\_proc6

@m INT,

@s FLOAT OUTPUT

AS

SELECT @s=Sum(Товар.Цена\*Сделка.Количество)

FROM Товар INNER JOIN Сделка ON Товар.КодТовара=Сделка.КодТовара

GROUP BY Month(Сделка.Дата)

HAVING Month(Сделка.Дата)=@m

Для обращения к процедуре можно использовать команды:

DECLARE @st FLOAT

EXEC my\_proc6 1, @st OUTPUT

SELECT @st

Этот блок команд позволяет определить стоимость товаров, проданных в январе (входной параметр месяц указан равным 1).

**2.4. Триггеры**

Триггеры являются одной из разновидностей хранимых процедур. Их исполнение происходит при выполнении для таблицы какого-либо оператора языка манипулирования данными (DML). Триггеры используются для проверки целостности данных, а также для отката транзакций.

**Триггер** – это откомпилированная SQL-процедура, исполнение которой обусловлено наступлением определенных событий внутри реляционной базы данных. Применение триггеров большей частью весьма удобно для пользователей базы данных. И все же их использование часто связано с дополнительными затратами ресурсов на операции ввода/вывода. В том случае, когда тех же результатов (с гораздо меньшими непроизводительными затратами ресурсов) можно добиться с помощью хранимых процедур или прикладных программ, применение триггеров нецелесообразно.

Триггеры – особый инструмент SQL-сервера, используемый для поддержания целостности данных в базе данных. С помощью ограничений целостности, правил и значений по умолчанию не всегда можно добиться нужного уровня функциональности. Часто требуется реализовать сложные алгоритмы проверки данных, гарантирующие их достоверность и реальность. Кроме того, иногда необходимо отслеживать изменения значений таблицы, чтобы нужным образом изменить связанные данные. Триггеры можно рассматривать как своего рода фильтры, вступающие в действие после выполнения всех операций в соответствии с правилами, стандартными значениями и т.д.

Триггер представляет собой специальный тип хранимых процедур, запускаемых сервером автоматически при попытке изменения данных в таблицах, с которыми триггеры связаны. Каждый триггер привязывается к конкретной таблице. Все производимые им модификации данных рассматриваются как одна транзакция. В случае обнаружения ошибки или нарушения целостности данных происходит откат этой транзакции. Тем самым внесение изменений запрещается. Отменяются также все изменения, уже сделанные триггером.

Создает триггер только владелец базы данных. Это ограничение позволяет избежать случайного изменения структуры таблиц, способов связи с ними других объектов и т.п.

Триггер представляет собой весьма полезное и в то же время опасное средство. Так, при неправильной логике его работы можно легко уничтожить целую базу данных, поэтому триггеры необходимо очень тщательно отлаживать.

В отличие от обычной подпрограммы, триггер выполняется неявно в каждом случае возникновения триггерного события, к тому же он не имеет аргументов. Приведение его в действие иногда называют запуском триггера. С помощью триггеров достигаются следующие цели:

* проверка корректности введенных данных и выполнение сложных ограничений целостности данных, которые трудно, если вообще возможно, поддерживать с помощью ограничений целостности, установленных для таблицы;
* выдача предупреждений, напоминающих о необходимости выполнения некоторых действий при обновлении таблицы, реализованном определенным образом;
* накопление аудиторской информации посредством фиксации сведений о внесенных изменениях и тех лицах, которые их выполнили;
* поддержка репликации.

В реализации СУБД MS SQL Server используется следующий оператор создания или изменения триггера:

<Определение\_триггера>::=

{CREATE | ALTER} TRIGGER имя\_триггера

ON {имя\_таблицы | имя\_представления }

[WITH ENCRYPTION ]

{

{ { FOR | AFTER | INSTEAD OF }

{ [ DELETE] [,] [ INSERT] [,] [ UPDATE] }

[ WITH APPEND ]

[ NOT FOR REPLICATION ]

AS

sql\_оператор[...n]

} |

{ {FOR | AFTER | INSTEAD OF } { [INSERT] [,]

[UPDATE] }

[ WITH APPEND]

[ NOT FOR REPLICATION]

AS

{ IF UPDATE(имя\_столбца)

[ {AND | OR} UPDATE(имя\_столбца)] [...n]

|

IF (COLUMNS\_UPDATES(){оператор\_бит\_обработки}

бит\_маска\_изменения)

{оператор\_бит\_сравнения }бит\_маска [...n]}

sql\_оператор [...n]

}

}

Триггер может быть создан только в текущей базе данных, но допускается обращение внутри триггера к другим базам данных, в том числе и расположенным на удаленном сервере.

Рассмотрим назначение аргументов из команды CREATE | ALTER TRIGGER.

Имя триггера должно быть уникальным в пределах базы данных. Дополнительно можно указать имя владельца.

При указании аргумента WITH ENCRYPTION сервер выполняет шифрование кода триггера, чтобы никто, включая администратора, не мог получить к нему доступ и прочитать его. Шифрование часто используется для скрытия авторских алгоритмов обработки данных, являющихся интеллектуальной собственностью программиста или коммерческой тайной.

**Типы триггеров**

В SQL Server существует два параметра, определяющих поведение триггеров:

* **AFTER**. Триггер выполняется после успешного выполнения вызвавших его команд. Если же команды по какой-либо причине не могут быть успешно завершены, триггер не выполняется. Следует отметить, что изменения данных в результате выполнения запроса пользователя и выполнение триггера осуществляется в теле одной транзакции: если произойдет откат триггера, то будут отклонены и пользовательские изменения. Можно определить несколько AFTER -триггеров для каждой операции ( INSERT, UPDATE, DELETE ). Если для таблицы предусмотрено выполнение нескольких AFTER -триггеров, то с помощью системной хранимой процедуры sp\_settriggerorder можно указать, какой из них будет выполняться первым, а какой последним. По умолчанию в SQL Server все триггеры являются AFTER -триггерами.
* **INSTEAD OF**. Триггер вызывается вместо выполнения команд. В отличие от AFTER -триггера INSTEAD OF -триггер может быть определен как для таблицы, так и для представления. Для каждой операции INSERT, UPDATE, DELETE можно определить только один INSTEAD OF -триггер.

Триггеры различают по типу команд, на которые они реагируют.

Существует три типа триггеров:

* **INSERT TRIGGER** – запускаются при попытке вставки данных с помощью команды INSERT.
* **UPDATE TRIGGER** – запускаются при попытке изменения данных с помощью команды UPDATE.
* **DELETE TRIGGER** – запускаются при попытке удаления данных с помощью команды DELETE.

Конструкции [ DELETE] [,] [ INSERT] [,] [ UPDATE] и FOR | AFTER | INSTEAD OF } { [INSERT] [,] [UPDATE] определяют, на какую команду будет реагировать триггер. При его создании должна быть указана хотя бы одна команда. Допускается создание триггера, реагирующего на две или на все три команды.

Аргумент WITH APPEND позволяет создавать несколько триггеров каждого типа.

При создании триггера с аргументом NOT FOR REPLICATION запрещается его запуск во время выполнения модификации таблиц механизмами репликации.

Конструкция AS sql\_оператор[...n] определяет набор SQL- операторов и команд, которые будут выполнены при запуске триггера.

Отметим, что внутри триггера не допускается выполнение ряда операций, таких, например, как:

* создание, изменение и удаление базы данных;
* восстановление резервной копии базы данных или журнала транзакций.

Выполнение этих команд не разрешено, так как они не могут быть отменены в случае отката транзакции, в которой выполняется триггер. Этот запрет вряд ли может каким-то образом сказаться на функциональности создаваемых триггеров. Трудно найти такую ситуацию, когда, например, после изменения строки таблицы потребуется выполнить восстановление резервной копии журнала транзакций.

**Программирование триггера**

При выполнении команд добавления, изменения и удаления записей сервер создает две специальные таблицы: inserted и deleted. В них содержатся списки строк, которые будут вставлены или удалены по завершении транзакции. Структура таблиц inserted и deleted идентична структуре таблиц, для которой определяется триггер. Для каждого триггера создается свой комплект таблиц inserted и deleted, поэтому никакой другой триггер не сможет получить к ним доступ. В зависимости от типа операции, вызвавшей выполнение триггера, содержимое таблиц inserted и deleted может быть разным:

* команда INSERT – в таблице inserted содержатся все строки, которые пользователь пытается вставить в таблицу; в таблице deleted не будет ни одной строки; после завершения триггера все строки из таблицы inserted переместятся в исходную таблицу;
* команда DELETE – в таблице deleted будут содержаться все строки, которые пользователь попытается удалить; триггер может проверить каждую строку и определить, разрешено ли ее удаление; в таблице inserted не окажется ни одной строки;
* команда UPDATE – при ее выполнении в таблице deleted находятся старые значения строк, которые будут удалены при успешном завершении триггера. Новые значения строк содержатся в таблице inserted. Эти строки добавятся в исходную таблицу после успешного выполнения триггера.

Для получения информации о количестве строк, которое будет изменено при успешном завершении триггера, можно использовать функцию @@ROWCOUNT; она возвращает количество строк, обработанных последней командой. Следует подчеркнуть, что триггер запускается не при попытке изменить конкретную строку, а в момент выполнения команды изменения. Одна такая команда воздействует на множество строк, поэтому триггер должен обрабатывать все эти строки.

Если триггер обнаружил, что из 100 вставляемых, изменяемых или удаляемых строк только одна не удовлетворяет тем или иным условиям, то никакая строка не будет вставлена, изменена или удалена. Такое поведение обусловлено требованиями транзакции – должны быть выполнены либо все модификации, либо ни одной.

Триггер выполняется как неявно определенная транзакция, поэтому внутри триггера допускается применение команд управления транзакциями. В частности, при обнаружении нарушения ограничений целостности для прерывания выполнения триггера и отмены всех изменений, которые пытался выполнить пользователь, необходимо использовать команду ROLLBACK TRANSACTION.

Для получения списка столбцов, измененных при выполнении команд INSERT или UPDATE, вызвавших выполнение триггера, можно использовать функцию COLUMNS\_UPDATED(). Она возвращает двоичное число, каждый бит которого, начиная с младшего, соответствует одному столбцу таблицы (в порядке следования столбцов при создании таблицы). Если бит установлен в значение "1", то соответствующий столбец был изменен. Кроме того, факт изменения столбца определяет и функция UPDATE (имя\_столбца).

Для удаления триггера используется команда

DROP TRIGGER {имя\_триггера} [,...n]

Приведем примеры использования триггеров.

**Пример 1**. Использование триггера для реализации ограничений на значение. В добавляемой в таблицу Сделка записи количество проданного товара должно быть не больше, чем его остаток из таблицы Склад.

Команда вставки записи в таблицу Сделка может быть, например, такой:

INSERT INTO Сделка VALUES (3,1,-299,'01/08/2002')

Создаваемый триггер должен отреагировать на ее выполнение следующим образом: необходимо отменить команду, если в таблице Склад величина остатка товара оказалась меньше продаваемого количества товара с введенным кодом (в примере код товара=3 ). Во вставляемой записи количество товара указывается со знаком "+", если товар поставляется, и со знаком "-", если он продается. Представленный триггер настроен на обработку только одной добавляемой записи.

CREATE TRIGGER Триггер\_ins

ON Сделка FOR INSERT

AS

IF @@ROWCOUNT=1

BEGIN

IF NOT EXISTS(SELECT \*

FROM inserted

WHERE -inserted.количество<=ALL(SELECT

Склад.Остаток

FROM Склад,Сделка

WHERE Склад.КодТовара=

Сделка.КодТовара))

BEGIN

ROLLBACK TRAN

PRINT

'Отмена поставки: товара на складе нет'

END

END

**Пример 2**. Использование триггера для сбора статистических данных.

Создать триггер для обработки операции вставки записи в таблицу Сделка, например, такой команды:

INSERT INTO Сделка VALUES (3,1,200,'01/08/2002')

поставляется товар с кодом 3 от клиента с кодом 1 в количестве 200 единиц.

При продаже или получении товара необходимо соответствующим образом изменить количество его складского запаса. Если товара на складе еще нет, необходимо добавить соответствующую запись в таблицу Склад. Триггер обрабатывает только одну добавляемую строку.

ALTER TRIGGER Триггер\_ins

ON Сделка FOR INSERT

AS

DECLARE @x INT, @y INT

IF @@ROWCOUNT=1

--в таблицу Сделка добавляется запись

--о поставке товара

BEGIN

--количество проданного товара должно быть не

--меньше, чем его остаток из таблицы Склад

IF NOT EXISTS(SELECT \* FROM inserted

WHERE -inserted.количество< =ALL(SELECT Склад.Остаток

FROM Склад,Сделка

WHERE Склад.КодТовара=

Сделка.КодТовара))

BEGIN

ROLLBACK TRAN

PRINT 'откат товара нет '

END

--если записи о поставленном товаре еще нет,

--добавляется соответствующая запись

--в таблицу Склад

IF NOT EXISTS ( SELECT \* FROM Склад С, inserted i

WHERE С.КодТовара=i.КодТовара )

INSERT INTO Склад (КодТовара,Остаток)

ELSE

--если запись о товаре уже была в таблице

--Склад, то определяется код и количество

--товара из добавленной в таблицу Сделка записи

BEGIN

SELECT @y=i.КодТовара, @x=i.Количество

FROM Сделка С, inserted i

WHERE С.КодТовара=i.КодТовара

--и производится изменения количества товара в

--таблице Склад

UPDATE Склад

SET Остаток=остаток+@x

WHERE КодТовара=@y

END

END

**Пример 3**. Создать триггер для обработки операции удаления записи из таблицы Сделка, например, такой команды:

DELETE FROM Сделка WHERE КодСделки=4

Для товара, код которого указан при удалении записи, необходимо откорректировать его остаток на складе. Триггер обрабатывает только одну удаляемую запись.

CREATE TRIGGER Триггер\_del

ON Сделка FOR DELETE

AS

IF @@ROWCOUNT=1 -- удалена одна запись

BEGIN

DECLARE @y INT,@x INT

--определяется код и количество товара из

--удаленной из таблицы Склад записи

SELECT @y=КодТовара, @x=Количество

FROM deleted

--в таблице Склад корректируется количество

--товара

UPDATE Склад

SET Остаток=Остаток-@x

WHERE КодТовара=@y

END

**Пример 4**. Создать триггер для обработки операции изменения записи в таблице Сделка, например, такой командой:

UPDATE Сделка SET количество=количество-10

WHERE КодТовара=3

во всех сделках с товаром, имеющим код, равный 3, уменьшить количество товара на 10 единиц.

Указанная команда может привести к изменению сразу нескольких записей в таблице Сделка. Поэтому покажем, как создать триггер, обрабатывающий не одну запись. Для каждой измененной записи необходимо для старого (до изменения) кода товара уменьшить остаток товара на складе на величину старого (до изменения) количества товара и для нового (после изменения) кода товара увеличить его остаток на складе на величину нового (после изменения) значения. Чтобы обработать все измененные записи, введем курсоры, в которых сохраним все старые (из таблицы deleted ) и все новые значения (из таблицы inserted ).

CREATE TRIGGER Триггер\_upd

ON Сделка FOR UPDATE

AS

DECLARE @x INT, @x\_old INT, @y INT, @y\_old INT

-- курсор с новыми значениями

DECLARE CUR1 CURSOR FOR

SELECT КодТовара,Количество

FROM inserted

-- курсор со старыми значениями

DECLARE CUR2 CURSOR FOR

SELECT КодТовара, Количество

FROM deleted

OPEN CUR1

OPEN CUR2

-- перемещаемся параллельно по обоим курсорам

FETCH NEXT FROM CUR1 INTO @x, @y

FETCH NEXT FROM CUR2 INTO @x\_old, @y\_old

WHILE @@FETCH\_STATUS=0

BEGIN

--для старого кода товара уменьшается его

--количество на складе

UPDATE Склад

SET Остаток=Остаток-@y\_old

WHERE КодТовара=@x\_old

--для нового кода товара, если такого товара

--еще нет на складе, вводится новая запись

IF NOT EXISTS (SELECT \* FROM Склад

WHERE КодТовара=@x)

INSERT INTO Склад(КодТовара,Остаток)

VALUES (@x,@y)

ELSE

--иначе для нового кода товара увеличивается

--его количество на складе

UPDATE Склад

SET Остаток=Остаток+@y

WHERE КодТовара=@x

FETCH NEXT FROM CUR1 INTO @x, @y

FETCH NEXT FROM CUR2 INTO @x\_old, @y\_old

END

CLOSE CUR1

CLOSE CUR2

DEALLOCATE CUR1

DEALLOCATE CUR2

В рассмотренном триггере отсутствует сравнение количества товара при изменении записи о сделке с его остатком на складе.

**Пример 5**. Исправим этот недостаток. Для генерирования сообщения об ошибке используем в теле триггера команду MS SQL Server RAISERROR, аргументами которой являются текст сообщения, уровень серьезности и статус ошибки.

ALTER TRIGGER Триггер\_upd

ON Сделка FOR UPDATE

AS

DECLARE @x INT, @x\_old INT, @y INT,

@y\_old INT,@o INT

DECLARE CUR1 CURSOR FOR

SELECT КодТовара, Количество

FROM inserted

DECLARE CUR2 CURSOR FOR

SELECT КодТовара, Количество

FROM deleted

OPEN CUR1

OPEN CUR2

FETCH NEXT FROM CUR1 INTO @x, @y

FETCH NEXT FROM CUR2 INTO @x\_old, @y\_old

WHILE @@FETCH\_STATUS=0

BEGIN

SELECT @o=остаток

FROM Склад

WHERE кодтовара=@x

IF @o<-@y

BEGIN

RAISERROR('откат',16,10)

CLOSE CUR1

CLOSE CUR2

DEALLOCATE CUR1

DEALLOCATE CUR2

ROLLBACK TRAN

RETURN

END

UPDATE Склад

SET Остаток=Остаток-@y\_old

WHERE КодТовара=@x\_old

IF NOT EXISTS (SELECT \* FROM Склад

WHERE КодТовара=@x)

INSERT INTO Склад(КодТовара,Остаток)

VALUES (@x,@y)

ELSE

UPDATE Склад

SET Остаток=Остаток+@y

WHERE КодТовара=@x

FETCH NEXT FROM CUR1 INTO @x, @y

FETCH NEXT FROM CUR2 INTO @x\_old, @y\_old

END

CLOSE CUR1

CLOSE CUR2

DEALLOCATE CUR1

DEALLOCATE CUR2

**Пример 6**. В примере [5](https://www.intuit.ru/studies/courses/5/5/lecture/148?page=3#example.14.5) происходит отмена всех изменений при невозможности реализовать хотя бы одно из них. Создадим триггер, позволяющий отменять изменение только некоторых записей и выполнять изменение остальных.

В этом случае триггер выполняется не после изменения записей, а вместо команды изменения.

ALTER TRIGGER Триггер\_upd

ON Сделка INSTEAD OF UPDATE

AS

DECLARE @k INT, @k\_old INT

DECLARE @x INT, @x\_old INT, @y INT

DECLARE @y\_old INT ,@o INT

DECLARE CUR1 CURSOR FOR

SELECT КодСделки, КодТовара, Количество

FROM inserted

DECLARE CUR2 CURSOR FOR

SELECT КодСделки, КодТовара, Количество

FROM deleted

OPEN CUR1

OPEN CUR2

FETCH NEXT FROM CUR1 INTO @k,@x, @y

FETCH NEXT FROM CUR2 INTO @k\_old, @x\_old,

@y\_old

WHILE @@FETCH\_STATUS=0

BEGIN

SELECT @o=остаток

FROM Склад

WHERE КодТовара=@x

IF @o>=-@y

BEGIN

RAISERROR('изменение',16,10)

UPDATE Сделка SET количество=@y,

КодТовара=@x

WHERE КодСделки=@k

UPDATE Склад

SET Остаток=Остаток-@y\_old

WHERE КодТовара=@x\_old

IF NOT EXISTS (SELECT \* FROM Склад

WHERE КодТовара=@x)

INSERT INTO Склад(КодТовара, Остаток)

VALUES (@x,@y)

ELSE

UPDATE Склад

SET Остаток=Остаток+@y

WHERE КодТовара=@x

END

ELSE

RAISERROR('запись не изменена',16,10)

FETCH NEXT FROM CUR1 INTO @k,@x, @y

FETCH NEXT FROM CUR2 INTO @k\_old, @x\_old,

@y\_old

END

CLOSE CUR1

CLOSE CUR2

DEALLOCATE CUR1

DEALLOCATE CUR2

Пример 6. Триггер, позволяющий отменять изменение только некоторых записей и выполнять изменение остальных.

**2.5. Курсоры – принципы работы**

**Понятие курсора**

Запрос к реляционной базе данных обычно возвращает несколько рядов (записей) данных, но приложение за один раз обрабатывает лишь одну запись. Даже если оно имеет дело одновременно с несколькими рядами (например, выводит данные в форме электронных таблиц), их количество по-прежнему ограничено. Кроме того, при модификации, удалении или добавлении данных рабочей единицей является ряд. В этой ситуации на первый план выступает концепция курсора, и в таком контексте курсор – указатель на ряд.

**Курсор в SQL** – это область в памяти базы данных, которая предназначена для хранения последнего оператора SQL. Если текущий оператор – запрос к базе данных, в памяти сохраняется и строка данных запроса, называемая текущим значением, или текущей строкой курсора. Указанная область в памяти поименована и доступна для прикладных программ.

Обычно курсоры используются для выбора из базы данных некоторого подмножества хранимой в ней информации. В каждый момент времени прикладной программой может быть проверена одна строка курсора. Курсоры часто применяются в операторах SQL, встроенных в написанные на языках процедурного типа прикладные программы. Некоторые из них неявно создаются сервером базы данных, в то время как другие определяются программистами.

В соответствии со стандартом SQL при работе с курсорами можно выделить следующие основные действия:

* создание или объявление курсора ;
* открытие курсора, т.е. наполнение его данными, которые сохраняются в многоуровневой памяти;
* выборка из курсора и изменение с его помощью строк данных;
* закрытие курсора, после чего он становится недоступным для пользовательских программ;
* освобождение курсора, т.е. удаление курсора как объекта, поскольку его закрытие необязательно освобождает ассоциированную с ним память.

В разных реализациях определение курсора может иметь некоторые отличия. Так, например, иногда разработчик должен явным образом освободить выделяемую для курсора память. После освобождения курсора ассоциированная с ним память также освобождается. При этом становится возможным повторное использование его имени. В других реализациях при закрытии курсора освобождение памяти происходит неявным образом. Сразу после восстановления она становится доступной для других операций: открытие другого курсора и т. д.

В некоторых случаях применение курсора неизбежно. Однако по возможности этого следует избегать и работать со стандартными командами обработки данных: SELECT, UPDATE, INSERT, DELETE. Помимо того, что курсоры не позволяют проводить операции изменения над всем объемом данных, скорость выполнения операций обработки данных посредством курсора заметно ниже, чем у стандартных средств SQL.

**Реализация курсоров в среде MS SQL Server**

SQL Server поддерживает три вида курсоров:

1. курсоры SQL применяются в основном внутри триггеров, хранимых процедур и сценариев;
2. курсоры сервера действуют на сервере и реализуют программный интерфейс приложений для ODBC, OLE DB, DB\_Library;
3. курсоры клиента реализуются на самом клиенте. Они выбирают весь результирующий набор строк из сервера и сохраняют его локально, что позволяет ускорить операции обработки данных за счет снижения потерь времени на выполнение сетевых операций.

Различные типы многопользовательских приложений требуют и различных типов организации параллельного доступа к данным. Некоторым приложениям необходим немедленный доступ к информации об изменениях в базе данных. Это характерно для систем резервирования билетов. В других случаях, например, в системах статистической отчетности, важна стабильность данных, ведь если они постоянно модифицируются, программы не смогут эффективно отображать информацию. Различным приложениям нужны разные реализации курсоров.

В среде SQL Server типы курсоров различаются по предоставляемым возможностям. Тип курсора определяется на стадии его создания и не может быть изменен. Некоторые типы курсоров могут обнаруживать изменения, сделанные другими пользователями в строках, включенных в результирующий набор. Однако SQL Server отслеживает изменения таких строк только на стадии обращения к строке и не позволяет отслеживать изменения, когда строка уже считана.

Курсоры делятся на две категории: последовательные и прокручиваемые. Последовательные позволяют выбирать данные только в одном направлении – от начала к концу. Прокручиваемые же курсоры предоставляют большую свободу действий – допускается перемещение в обоих направлениях и переход к произвольной строке результирующего набора курсора. Если программа способна модифицировать данные, на которые указывает курсор, он называется прокручиваемым и модифицируемым. Говоря о курсорах, не следует забывать об изолированности транзакций. Когда один пользователь модифицирует запись, другой читает ее при помощи собственного курсора, более того, он может модифицировать ту же запись, что делает необходимым соблюдение целостности данных.

SQL Server поддерживает курсоры статические, динамические, последовательные и управляемые набором ключей.

В схеме со статическим курсором информация читается из базы данных один раз и хранится в виде моментального снимка (по состоянию на некоторый момент времени), поэтому изменения, внесенные в базу данных другим пользователем, не видны. На время открытия курсора сервер устанавливает блокировку на все строки, включенные в его полный результирующий набор. Статический курсор не изменяется после создания и всегда отображает тот набор данных, который существовал на момент его открытия.

Если другие пользователи изменят в исходной таблице включенные в курсор данные, это никак не повлияет на статический курсор.

В статический курсор внести изменения невозможно, поэтому он всегда открывается в режиме "только для чтения".

Динамический курсор поддерживает данные в "живом" состоянии, но это требует затрат сетевых и программных ресурсов. При использовании динамических курсоров не создается полная копия исходных данных, а выполняется динамическая выборка из исходных таблиц только при обращении пользователя к тем или иным данным. На время выборки сервер блокирует строки, а все изменения, вносимые пользователем в полный результирующий набор курсора, будут видны в курсоре. Однако если другой пользователь внес изменения уже после выборки данных курсором, то они не отразятся в курсоре.

Курсор, управляемый набором ключей, находится посередине между этими крайностями. Записи идентифицируются на момент выборки, и тем самым отслеживаются изменения. Такой тип курсора полезен при реализации прокрутки назад – тогда добавления и удаления рядов не видны, пока информация не обновится, а драйвер выбирает новую версию записи, если в нее были внесены изменения.

Последовательные курсоры не разрешают выполнять выборку данных в обратном направлении. Пользователь может выбирать строки только от начала к концу курсора. Последовательный курсор не хранит набор всех строк. Они считываются из базы данных, как только выбираются в курсоре, что позволяет динамически отражать все изменения, вносимые пользователями в базу данных с помощью команд INSERT, UPDATE, DELETE. В курсоре видно самое последнее состояние данных.

Статические курсоры обеспечивают стабильный взгляд на данные. Они хороши для систем "складирования" информации: приложений для систем отчетности или для статистических и аналитических целей. Кроме того, статический курсор лучше других справляется с выборкой большого количества данных. Напротив, в системах электронных покупок или резервирования билетов необходимо динамическое восприятие обновляемой информации по мере внесения изменений. В таких случаях используется динамический курсор. В этих приложениях объем передаваемых данных, как правило, невелик, а доступ к ним осуществляется на уровне рядов (отдельных записей). Групповой доступ встречается очень редко.

**Управление курсором в среде MS SQL Server**

Управление курсором реализуется путем выполнения следующих команд:

* DECLARE – создание или объявление курсора ;
* OPEN – открытие курсора, т.е. наполнение его данными;
* FETCH – выборка из курсора и изменение строк данных с помощью курсора;
* CLOSE – закрытие курсора ;
* DEALLOCATE – освобождение курсора, т.е. удаление курсора как объекта.

**Объявление курсора**

В стандарте SQL для создания курсора предусмотрена следующая команда:

<создание\_курсора>::=

  DECLARE имя\_курсора

    [INSENSITIVE][SCROLL] CURSOR

  FOR SELECT\_оператор

  [FOR { READ\_ONLY | UPDATE

    [OF имя\_столбца[,...n]]}]

При использовании ключевого слова INSENSITIVE будет создан статический курсор. Изменения данных не разрешаются, кроме того, не отображаются изменения, сделанные другими пользователями. Если ключевое слово INSENSITIVE отсутствует, создается динамический курсор.

При указании ключевого слова SCROLL созданный курсор можно прокручивать в любом направлении, что позволяет применять любые команды выборки. Если этот аргумент опускается, то курсор окажется последовательным, т.е. его просмотр будет возможен только в одном направлении – от начала к концу.

SELECT-оператор задает тело запроса SELECT, с помощью которого определяется результирующий набор строк курсора.

При указании аргумента FOR READ\_ONLY создается курсор "только для чтения", и никакие модификации данных не разрешаются. Он отличается от статического, хотя последний также не позволяет менять данные. В качестве курсора "только для чтения" может быть объявлен динамический курсор, что позволит отображать изменения, сделанные другим пользователем.

Создание курсора с аргументом FOR UPDATE позволяет выполнять в курсоре изменение данных либо в указанных столбцах, либо, при отсутствии аргумента OF имя\_столбца, во всех столбцах.

В среде MS SQL Server принят следующий синтаксис команды создания курсора:

<создание\_курсора>::=

  DECLARE имя\_курсора CURSOR [LOCAL | GLOBAL]

  [FORWARD\_ONLY | SCROLL]

  [STATIC | KEYSET | DYNAMIC | FAST\_FORWARD]

  [READ\_ONLY | SCROLL\_LOCKS | OPTIMISTIC]

  [TYPE\_WARNING]

  FOR SELECT\_оператор

  [FOR UPDATE [OF имя\_столбца[,...n]]]

При использовании ключевого слова LOCAL будет создан локальный курсор, который виден только в пределах создавшего его пакета, триггера, хранимой процедуры или пользовательской функции. По завершении работы пакета, триггера, процедуры или функции курсор неявно уничтожается. Чтобы передать содержимое курсора за пределы создавшей его конструкции, необходимо присвоить его параметру аргумент OUTPUT.

Если указано ключевое слово GLOBAL, создается глобальный курсор; он существует до закрытия текущего соединения.

При указании FORWARD\_ONLY создается последовательный курсор; выборку данных можно осуществлять только в направлении от первой строки к последней.

При указании SCROLL создается прокручиваемый курсор; обращаться к данным можно в любом порядке и в любом направлении.

При указании STATIC создается статический курсор.

При указании KEYSET создается ключевой курсор.

При указании DYNAMIC создается динамический курсор.

Если для курсора READ\_ONLY указать аргумент FAST\_FORWARD, то созданный курсор будет оптимизирован для быстрого доступа к данным. Этот аргумент не может быть использован совместно с аргументами FORWARD\_ONLY и OPTIMISTIC.

В курсоре, созданном с указанием аргумента OPTIMISTIC, запрещается изменение и удаление строк, которые были изменены после открытия курсора.

При указании аргумента TYPE\_WARNING сервер будет информировать пользователя о неявном изменении типа курсора, если он несовместим с запросом SELECT.

**Открытие курсора**

Для открытия курсора и наполнения его данными из указанного при создании курсора запроса SELECT используется следующая команда:

OPEN {{[GLOBAL]имя\_курсора }

     |@имя\_переменной\_курсора}

После открытия курсора происходит выполнение связанного с ним оператора SELECT, выходные данные которого сохраняются в многоуровневой памяти.

**Выборка данных из курсора**

Сразу после открытия курсора можно выбрать его содержимое (результат выполнения соответствующего запроса) посредством следующей команды:

FETCH [[NEXT | PRIOR | FIRST | LAST

  | ABSOLUTE {номер\_строки

  | @переменная\_номера\_строки}

  | RELATIVE {номер\_строки |

    @переменная\_номера\_строки}]

  FROM ]{{[GLOBAL ]имя\_курсора }|

    @имя\_переменной\_курсора }

  [INTO @имя\_переменной [,...n]]

При указании FIRST будет возвращена самая первая строка полного результирующего набора курсора, которая становится текущей строкой.

При указании LAST возвращается самая последняя строка курсора. Она же становится текущей строкой.

При указании NEXT возвращается строка, находящаяся в полном результирующем наборе сразу же после текущей. Теперь она становится текущей. По умолчанию команда FETCH использует именно этот способ выборки строк.

Ключевое слово PRIOR возвращает строку, находящуюся перед текущей. Она и становится текущей.

Аргумент ABSOLUTE {номер\_строки | @переменная\_номера\_строки} возвращает строку по ее абсолютному порядковому номеру в полном результирующем наборе курсора. Номер строки можно задать с помощью константы или как имя переменной, в которой хранится номер строки. Переменная должна иметь целочисленный тип данных. Указываются как положительные, так и отрицательные значения. При указании положительного значения строка отсчитывается от начала набора, отрицательного – от конца. Выбранная строка становится текущей. Если указано нулевое значение, строка не возвращается.

Аргумент RELATIVE {кол\_строки | @переменная\_кол\_строки} возвращает строку, находящуюся через указанное количество строк после текущей. Если указать отрицательное значение числа строк, то будет возвращена строка, находящаяся за указанное количество строк перед текущей. При указании нулевого значения возвратится текущая строка. Возвращенная строка становится текущей.

Чтобы открыть глобальный курсор, перед его именем требуется указать ключевое слово GLOBAL. Имя курсора также может быть указано с помощью переменной.

В конструкции INTO @имя\_переменной [,...n] задается список переменных, в которых будут сохранены соответствующие значения столбцов возвращаемой строки. Порядок указания переменных должен соответствовать порядку столбцов в курсоре, а тип данных переменной – типу данных в столбце курсора. Если конструкция INTO не указана, то поведение команды FETCH будет напоминать поведение команды SELECT – данные выводятся на экран.

**Изменение и удаление данных**

Для выполнения изменений с помощью курсора необходимо выполнить команду UPDATE в следующем формате:

UPDATE имя\_таблицы SET {имя\_столбца={

  DEFAULT | NULL | выражение}}[,...n]

  WHERE CURRENT OF {{[GLOBAL] имя\_курсора}

  |@имя\_переменной\_курсора}

За одну операцию могут быть изменены несколько столбцов текущей строки курсора, но все они должны принадлежать одной таблице.

Для удаления данных посредством курсора используется команда DELETE в следующем формате:

DELETE имя\_таблицы

  WHERE CURRENT OF {{[GLOBAL] имя\_курсора}

  |@имя\_переменной\_курсора}

В результате будет удалена строка, установленная текущей в курсоре.

**Закрытие курсора**

CLOSE {имя\_курсора | @имя\_переменной\_курсора}

После закрытия курсор становится недоступным для пользователей программы. При закрытии снимаются все блокировки, установленные в процессе его работы. Закрытие может применяться только к открытым курсорам. Закрытый, но не освобожденный курсор может быть повторно открыт. Не допускается закрывать неоткрытый курсор.

**Освобождение курсора**

Закрытие курсора необязательно освобождает ассоциированную с ним память. В некоторых реализациях нужно явным образом освободить ее с помощью оператора DEALLOCATE. После освобождения курсора освобождается и память, при этом становится возможным повторное использование имени курсора.

DEALLOCATE { имя\_курсора |

  @имя\_переменной\_курсора }

Для контроля достижения конца курсора рекомендуется применять функцию: @@FETCH\_STATUS

Функция @@FETCH\_STATUS возвращает:

0, если выборка завершилась успешно;

-1, если выборка завершилась неудачно вследствие попытки выборки строки, находящейся за пределами курсора ;

-2, если выборка завершилась неудачно вследствие попытки обращения к удаленной или измененной строке.

**Пример 1.** Объявление курсора.

DECLARE abc CURSOR SCROLL FOR

SELECT \* FROM Клиент

**Пример 2.** Использование переменной для объявления курсора.

DECLARE @MyCursor CURSOR

SET @MyCursor=CURSOR LOCAL SCROLL FOR

SELECT \* FROM Клиент

**Пример 3.** Объявление и открытие курсора.

DECLARE abc CURSOR GLOBAL SCROLL FOR

SELECT \* FROM Клиент

OPEN abc

**Пример 4.** Использование переменной для переприсваивания курсора.

DECLARE @MyCursor CURSOR

SET @MyCursor=abc

**Пример 5**. Разработать курсор для вывода списка фирм и клиентов из Москвы.

DECLARE  @firm    VARCHAR(50),

         @fam     VARCHAR(50),

         @message VARCHAR(80)

PRINT ' Список клиентов'

DECLARE klient\_cursor CURSOR LOCAL FOR

    SELECT Фирма, Фамилия

    FROM Клиент

    WHERE Город='Москва'

    ORDER BY Фирма, Фамилия

OPEN klient\_cursor

FETCH NEXT FROM klient\_cursor INTO @firm, @fam

WHILE @@FETCH\_STATUS=0

BEGIN

    SELECT @message='Клиент '+@fam+

                    ' Фирма '+ @firm

    PRINT @message

-- переход к следующему клиенту--

    FETCH NEXT FROM klient\_cursor

      INTO @firm, @fam

END

CLOSE klient\_cursor

DEALLOCATE klient\_cursor

**Пример 6**. Разработать курсор для вывода списка приобретенных клиентами из Москвы товаров и их общей стоимости. В один курсор заносятся все московские клиенты, затем для каждой строки курсора, т.е. для каждого клиента, определяется и распечатывается другой курсор – его покупки. Подсчитывается общая стоимость покупок клиента.

DECLARE @id\_kl    INT,

        @firm VARCHAR(50),

        @fam VARCHAR(50),

        @message VARCHAR(80),

        @nam VARCHAR(50),

        @d DATETIME,

        @p INT,

        @s INT

SET @s=0

PRINT '  Список покупок'

DECLARE klient\_cursor CURSOR LOCAL FOR

    SELECT КодКлиента, Фирма, Фамилия

    FROM Клиент

    WHERE Город='Москва'

    ORDER BY Фирма, Фамилия

OPEN klient\_cursor

FETCH NEXT FROM klient\_cursor

INTO @id\_kl, @firm, @fam

WHILE @@FETCH\_STATUS=0

BEGIN

    SELECT @message='Клиент '+@fam+

        ' Фирма '+ @firm

    PRINT @message

    SELECT @message='Наименование товара Дата

        покупки Стоимость'

    PRINT @message

    DECLARE tovar\_cursor CURSOR FOR

        SELECT Товар.Название, Сделка.Дата,

            Товар.Цена\*Сделка.Количество AS

    Стоимость

        FROM Товар INNER JOIN Сделка ON Товар.

    КодТовара=Сделка.КодТовара

        WHERE Сделка.КодКлиента=@id\_kl

    OPEN tovar\_cursor

    FETCH NEXT FROM tovar\_cursor

      INTO @nam, @d, @p

    IF @@FETCH\_STATUS<>0

        PRINT ' Нет покупок'

    WHILE @@FETCH\_STATUS=0

    BEGIN

        SELECT @message='   '+@nam+'   '+

           CAST(@d AS CHAR(12))+'  '+

           CAST(@p AS CHAR(6))

        PRINT @message

        SET @s=@s+@p

        FETCH NEXT FROM tovar\_cursor

        INTO @nam, @d, @p

    END

    CLOSE tovar\_cursor

    DEALLOCATE tovar\_cursor

    SELECT @message='Общая стоимость '+

            CAST(@s AS CHAR(6))

    PRINT @message

-- переход к следующему клиенту--

    FETCH NEXT FROM klient\_cursor

    INTO @id\_kl, @firm, @fam

END

CLOSE klient\_cursor

DEALLOCATE klient\_cursor

**Пример 7**. Разработать прокручиваемый курсор для клиентов из Москвы. Если номер телефона начинается на 1, удалить клиента с таким номером и в первой записи курсора заменить первую цифру в номере телефона на 4.

DECLARE @firm     VARCHAR(50),

        @fam      VARCHAR(50),

        @tel      VARCHAR(8),

        @message  VARCHAR(80)

PRINT '  Список клиентов'

DECLARE klient\_cursor CURSOR GLOBAL SCROLL

KEYSET FOR

        SELECT Фирма, Фамилия, Телефон

        FROM Клиент

        WHERE Город='Москва'

        ORDER BY Фирма, Фамилия

FOR UPDATE

OPEN klient\_cursor

FETCH NEXT FROM klient\_cursor

    INTO  @firm, @fam, @tel

WHILE @@FETCH\_STATUS=0

BEGIN

    SELECT @message='Клиент '+@fam+

        '  Фирма  '+@firm '  Телефон '+ @tel

    PRINT @message

-- если номер телефона начинается на 1,

-- удалить клиента с таким номером

    IF @tel LIKE ‘1%’

       DELETE Клиент

       WHERE CURRENT OF klient\_cursor

    ELSE

-- переход к следующему клиенту

    FETCH NEXT FROM klient\_cursor

           INTO @firm, @fam, @tel

END

FETCH ABSOLUTE 1 FROM klient\_cursor

    INTO @firm, @fam, @tel

-- в первой записи заменить первую цифру в

-- номере телефона на 4

   UPDATE Клиент SET Телефон=’4’ +

   RIGHT(@tel,LEN(@tel)-1))

        WHERE CURRENT OF klient\_cursor

SELECT @message='Клиент '+@fam+'  Фирма  '+

    @firm '  Телефон '+ @tel

    PRINT @message

CLOSE klient\_cursor

DEALLOCATE klient\_cursor

**Пример 8**. Использование курсора как выходного параметра процедуры. Процедура возвращает набор данных – список товаров.

CREATE PROC my\_proc

@cur CURSOR VARYING OUTPUT

AS

SET @cur=CURSOR FORWARD\_ONLY STATIC FOR

SELECT Название FROM Товар

OPEN @cur

Пример 8. Использование курсора как выходного параметра процедуры.

Вызов процедуры и вывод на печать данных из выходного курсора осуществляется следующим образом:

DECLARE @my\_cur CURSOR

DECLARE @n VARCHAR(20)

EXEC my\_proc @cur=@my\_cur OUTPUT

  FETCH NEXT FROM @my\_cur INTO @n

  SELECT @n

WHILE (@@FETCH\_STATUS=0)

BEGIN

  FETCH NEXT FROM @my\_cur INTO @n

  SELECT @n

END

CLOSE @my\_cur

DEALLOCATE @my\_cur

**3. Задание и методические указания по выполнению работы.**

**3.1. Разработка пользовательских функций**

В ранее разработанной БД MS SQL Server "Платежи студентов" создать пользовательские функции – по одной функции каждого из типов:

3.1.1 скалярные функции;

3.1.2 табличные функции Inline;

3.1.3 табличные функции Multistatement.

согласно приводимым ниже вариантам (номер варианта V соответствует номеру студента N в журнале студенческой группы V=N, если N<16 и V=N-15, если N>15).

**Варианты заданий на создание скалярных функций**

Создать пользовательскую скалярную функцию, которая будет возвращать:

1. сумму всех хранящихся платежей (без параметров);
2. сумму платежей для конкретной группы (параметр – название группы);
3. сумму платежей для конкретного студента (параметры – ФИО студента);
4. сумму платежей для конкретного города (параметр – код города);
5. количество платежей для конкретного города (параметр – код города);
6. количество улиц в конкретном городе (параметр – название города);
7. количество студентов из конкретного города (параметр – название города);
8. количество платежей конкретного студента (параметры – ФИО студента);
9. среднюю сумму платежа для конкретного студента (параметры – ФИО студента);
10. количество студентов на заданном факультете (параметр - сокращенное название факультета);
11. название группы, в которой учится студент (параметры – ФИО студента);
12. полное название факультета, на котором учится студент (параметры – ФИО студента);
13. максимальную сумму платежа студента (параметры – ФИО студента);
14. минимальную сумму платежа на заданном факультете (параметр - факультет);
15. название улицы, на которой живёт студент (параметры – ФИО студента).

**Варианты заданий на создание табличных функций Inline**

Создать пользовательскую табличную функцию Inline, которая будет возвращать следующую информацию:

1. данные о всех платежах, произведенных в заданный промежуток времени;
2. данные о всех платежах студентов заданного факультета;
3. данные о всех платежах студентов заданной группы;
4. данные о суммах оплат студентов заданного факультета;
5. телефоны студентов, производивших платежи в заданный период времени;
6. города, в которых живут студенты заданной группы;
7. города, в которых живут студенты заданного факультета;
8. ФИО студентов заданного факультета, не совершавших платежей;
9. количество студентов заданного факультета, проживающих в заданном городе (для списка городов);
10. количество студентов, проживающих в заданном городе (для списка городов);
11. ФИО студентов, имеющих платежи, превышающие заданную сумму;
12. количество студентов имеющих платежи, превышающие заданную сумму (для списка факультетов);
13. количество студентов заданного факультета (для списка факультетов);
14. ФИО и телефоны студентов заданной группы;
15. ФИО и телефоны студентов заданного факультета.

**Варианты заданий на создание табличных функций Multistatement**

Создать пользовательскую табличную функцию Multistatement, которая будет выполнять следующую обработку данных:

1. вывести данные всех студентов с годом поступления ранее заданного и переместить их в архивную таблицу;
2. вывести данные студентов заданного факультета, которые выполнили платежи в текущем году на сумму меньшую заданной и удалить данные оних их таблицы Студенты;
3. вывести сведения о студентах, которые оплатили дважды оплатили указанную услугу в текущем семестре;
4. вывести сведения о студентах, оплативших указанную услугу в текущем месяце и перевести их из одной заданной группы в другую;
5. вывести сведения о студентах (ФИО, факультет, дата рождения), достигших 18 лет в текущем семестре, перенести в таблицу с заданным именем;
6. студентам из указанного города уменьшить оплату по указанной услуге на заданный процент и вывести сведения об этих студентах;
7. вывести сведения о студентах (ФИО, факультет, группа), у которых нет заданного платежа и перенести в таблицу с заданным именем;
8. сведения о студентах (ФИО, факультет, группа), оплативших заданную услугу до заданной даты, перенести в таблицу с заданным именем;
9. вывести, а потом удалить все сведения о студентах, которые за текущий год не оплатили заданную образовательную услугу;
10. вывести сведения, а затем удалить все сведения о платежах, выполненных ранее указанного срока;
11. вывести, а потом обновить дату оплаты указанной услуги на дату последнего дня того семестра, в котором выполнялась оплата;
12. вывести сведения, а затем удалить все записи о платежах студентов-пятикурсников;
13. вывести разность средней суммы оплаты студентов двух различных заданных факультетов за заданный год;
14. вывести сведения о студентах (ФИО, факультет, группа), которые оплатили хотя бы одну образовательную услугу, оплачиваемую заданным студентом;
15. вывести сведения о студентах (ФИО, факультет, группа) и перевести на второй курс всех первокурсников: тех, кто оплатил обучение за первый курс, и студентов не выполнявших платежи за время учебы на первом курсе.

**3.2. Разработка хранимых процедур**

В ранее разработанной БД MS SQL Server "Платежи студентов" создать хранимые процедуры согласно приводимым ниже вариантам (номер варианта V соответствует номеру студента N в журнале студенческой группы V=N, если N<16 и V=N-15, если N>15).

**Варианты заданий на создание хранимых процедур.**

(***Все процедуры должны содержать входные и выходные параметры, значения параметров по умолчанию***)

Разработать хранимую процедуру:

1. с входными параметрами, которая выводит сумму платежей, уплаченную студентами заданного факультета.
2. которая возвращает сумму платежей (выходной параметр) по заданной группе (входной параметр).
3. для изменения названия группы заданного студента (входные параметры: ФИО, старая группа, новая группа).
4. для определения количества полных лет студента (выходной параметр), входные параметры: ФИО, группа.
5. которая выводит сведения о студентах заданного факультета (входной параметр), у которых сумма оплат ниже заданной (входной параметр).
6. с входными параметрами, которая выводит суммы платежей по каждому из факультетов, уплаченную студентами после заданной даты.
7. которая по заданным ФИО (задаются входными параметрами), возвращает с помощью выходных параметров год поступления и группу студента.
8. для обновления фамилии студента (входные параметры: ФИО, группа, новая фамилия).
9. для определения количества полных лет студентов заданной группы; входные параметры: группа, факультет.
10. которая изменяет название группы студентов с заданного на заданное.
11. с входными параметрами, которая выводит суммы платежей по каждому из факультетов, уплаченную студентами между двумя указанными датами.
12. которая возвращает (выходной параметр) количество студентов заданной группы (входной параметр), у которых сумма оплаты меньше заданного значения (входной параметр).
13. для обновления сокращенного и полного названий факультета и группы заданного студента (входные параметры: ФИО, группа, новый факультет, новая группа).
14. с входными параметрами, которая выводит список студентов, выполнявших платежи после указанной даты.
15. с входными и выходными параметрами, которая выводит суммы платежей по каждой из групп, уплаченных студентами до заданной даты.

**3.3. Разработка триггеров**

В ранее разработанной БД MS SQL Server "Платежи студентов" создать триггеры согласно приводимым ниже вариантам (номер варианта V соответствует номеру студента N в журнале студенческой группы V=N, если N<16 и V=N-15, если N>15):

3.3.1 DML- триггеры типа AFTER

3.3.2 DML- триггеры типа INSTEAD OF

3.3.3 DML- триггеры типа AFTER

3.3.4 DDL-триггеры.

**Варианты заданий на создание DML-триггеров типа AFTER**

Триггеры должны выполнять следующую обработку данных:

1. отправка клиенту сообщения при добавлении данных в таблицу Студенты;
2. отправка клиенту сообщения при удалении данных из таблицы Платежи;
3. отправка клиенту сообщения при изменении данных в таблице Улицы;
4. отправка клиенту сообщения при вставке строки в таблицу Платежи с суммой оплаты менее 16000;
5. отправка клиенту сообщения при попытке вставить данные в таблицу Студенты с некорректным годом поступления;
6. отправка клиенту сообщения при попытке удалить данные из таблицы Платежи с суммой оплаты не менее 2800000;
7. отправка клиенту сообщения при попытке ввода отрицательной или нулевой суммы оплаты в таблицу Платежи;
8. при удалении строки из таблицы Студенты удалить соответствующие строки из таблицы Платежи;
9. отправка клиенту сообщения при попытке изменения сокращенного названия факультета в таблице Факультеты;
10. отправка клиенту сообщения при изменении номера телефона в таблице Студенты;
11. отправка клиенту сообщения при изменении цели оплаты в таблице НазначенияОплат;
12. при удалении строки из таблицы НазначенияОплат удалить соответствующие записи из таблицы Платежи;
13. при добавлении строки в таблицу Студенты выводить сообщение о том, нужно ли для этого студента заносить данные в таблицу Платежи;
14. при добавлении строки в таблицу Улицы, выводить сообщение о том, нужно ли для этой улицы заносить новое название города в таблицу Города;
15. при удалении строки из таблицы Платежи, выводить предупреждающее сообщение со сведениями о студенте (ФИО, факультет, группа), который выполнил удаляемый платеж.

**Варианты заданий на создание DML-триггеров типа INSTEAD OF**

Триггеры должны выполнять следующую обработку данных:

1. Отменить удаление строк в таблице Студенты и вывести сообщение об ошибке.
2. Отменить вставку строк в таблицу Студенты и вывести сообщение об ошибке.
3. Отменить изменение данных в таблице Студенты и вывести сообщение об ошибке.
4. Отменить удаление строки из таблицы НазначенияОплат, если имеются связанные строки в таблице Платежи.
5. Отменить удаление строки из таблицы Студенты, если имеются связанные строки в таблице Платежи.
6. При удалении строки из таблицы Города, каскадно удалить строки из таблицы Улицы, Студенты и Платежи.
7. При удалении строки из таблицы Студенты, вывести ФИО студентов, поступивших в 2019 году.
8. При добавлении строки в таблицу Платежи, вывести ФИО студентов, у которых сумма оплаты по всем платежам меньше 100000.
9. При добавлении строки в таблицу Студенты, вывести сведения о количестве студентов из каждого города.
10. При добавлении строки в таблицу Улицы, вывести сведения о количестве улиц в каждом городе.
11. При обновлении строк в таблице Платежи оставить эту таблицу без изменений, но вывести набор строк, в которых произошло бы изменение.
12. При добавлении строки в таблицу Студенты, удалить строку со сведениями о студенте с кодом 1.
13. При удалении строк из таблицы Платежи вывести набор строк, которые были бы удалены, но оставить таблицу без изменений.
14. При удалении строки из таблицы Платежи удалять только строки с нечетным кодом студента.
15. При изменении строки в таблице Студенты выводить информацию о платежах соответствующего студента за текущий семестр.

**Варианты заданий на создание DDL-триггеров**

1. Создать DDL триггер, запрещающий удалять таблицы из БД с выводом соответствующего сообщения.
2. Создать DDL триггер, запрещающий изменять таблицы в БД с выводом соответствующего сообщения.
3. Создать DDL триггер, запрещающий создавать таблицы в БД с выводом соответствующего сообщения.
4. Создать DDL триггер, запрещающий создавать представления в БД с выводом соответствующего сообщения.
5. Создать DDL триггер, запрещающий изменять представления в БД с выводом соответствующего сообщения.
6. Создать DDL триггер, запрещающий удалять представления в БД с выводом соответствующего сообщения.
7. Создать DDL триггер, сообщающий о создании новой БД на сервере.
8. Создать DDL триггер, запрещающий удалять БД с выводом соответствующего сообщения.
9. Создать DDL триггер, запрещающий изменять БД с выводом соответствующего сообщения.
10. Создать DDL триггер, протоколирующий работу пользователей с таблицей Студенты.
11. Создать DDL триггер, протоколирующий работу пользователей с таблицей Платежи.
12. Создать DDL триггер, протоколирующий работу пользователей с таблицей Города.
13. Создать DDL триггер, протоколирующий работу пользователей с таблицей Улицы.
14. Создать DDL триггер, протоколирующий работу пользователей с таблицей Факультеты.
15. Создать DDL триггер, протоколирующий работу пользователей с таблицей НазначенияОплат.

**3.4. Разработка курсоров**

В ранее разработанной БД MS SQL Server "Платежи студентов" создать курсоры:

3.4.1 динамический;

3.4.2 для выборки данных;

3.4.3 для модификации данных.

Самостоятельно определить таблицы, над данными которых будут производиться манипуляции, назначение и выполняемые операции создаваемых курсоров; протестировать их работу.

**4. Требования к содержанию отчета.**

После выполнения заданий в отчет по работе включить:

1. *код инструкций на языке Transact-SQL*, полученных при создании программных объектов БД, с *подробными комментариями* по используемым операторам, функциям и другим элементам синтаксиса;
2. *описание разработанных и системных объектов MS SQL Server*, обеспечивающих обработку данных;
3. *результаты обработки* данных с помощью разработанных программных объектов БД.

**5. Контрольные вопросы (ответы нужно знать для защиты работы).**

1. MS SQL Server: группы и примеры встроенных функций.
2. MS SQL Server: общая характеристика и примеры скалярных пользовательских функций.
3. MS SQL Server: общая характеристика и примеры табличных пользовательских функций типа Inline.
4. MS SQL Server: общая характеристика и примеры табличных пользовательских функций типа Multi-statement.
5. MS SQL Server: создание и использование хранимых процедур.
6. Задание и использование переменных в языке Transact-SQL.
7. Общая характеристика встроенных функций языка Transact-SQL.
8. Основные встроенные математические функции языка Transact-SQL, их использование.
9. Встроенные строковые функции языка Transact-SQL, их использование.
10. Встроенные функции языка Transact-SQL для работы с датой и временем, их использование.
11. Встроенные функции конфигурирования языка Transact-SQL, их использование.
12. Встроенные функции системы безопасности языка Transact-SQL, их использование.
13. Встроенные функции управления метаданными языка Transact-SQL, их использование.
14. Общая характеристика типов пользовательских функций языка Transact-SQL, для каких операций по обработке данных они используются?
15. Общий синтаксис скалярных функций языка Transact-SQL.
16. Общий синтаксис внедренных табличных функций (функций Inline) языка Transact-SQL.
17. Общий синтаксис табличных функций с множеством инструкций (функций Multi-statement) языка Transact-SQL.
18. Общая характеристика и использование хранимых процедур в клиент-серверных приложениях.
19. Типы хранимых процедур в среде MS SQL Server, особенности их использования.
20. Общий синтаксис хранимых процедур языка Transact-SQL.
21. Что такое триггеры, и как они используются?
22. DML-триггеры, их типы и использование.
23. DDL-триггеры, их использование.
24. Назначение и использование курсоров.
25. Управляющие конструкции языка Transact-SQL.